1. **DEFINISI MASALAH**
2. Perusahaan NV. Meneer memiliki koperasi karyawan yang memungkinkan karyawannya berbelanja di koperasi tersebut. Tentunya, karyawan tersebut bisa membayar belanjaanya tersebut di akhir bulan melalui pemotongan gaji. Ada 2 kelas yang terlibat disini, Invoice dan Employee. Kedua class tadi mengimplementasikan interface Payable yang mana ia hanya memiliki satu method yang harus diimplementasikan di kedua class, yaitu getPayableAmount(). Program harus bisa mengolah gaji karyawan di akhir bulan beserta invoice belanjaan karyawan yang nantinya gaji karyawan perbulannya dikurang total harga belanjaanya secara polimorfis. Tampilkan informasi dari karyawan tersebut beserta total gaji setelah dipotong hutang belanjaan di koperasi dan tampilkan pula detail belanjaanya secara polimorfis pula.

Attribut dari Invoice: String productName, Integer quantity, Integer pricePerItem Attribut dari Employee: Integer registrationNumber, String name, Integer salaryPerMonth, Invoice[] invoices

1. **SOURCE CODE**

|  |  |
| --- | --- |
|  | Payable.java |
| 1  2  3  4  5  6 | */\*\*  \* Created by Zain Fikri H on 13/05/2017.  \*/* public interface Payable {  public Integer getPayableAmount(); } |
|  | Invoice.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37 | */\*\*  \* Created by Zain Fikri H on 13/05/2017.  \*/* public class Invoice implements Payable {  public String productName;  public Integer quantity;  public Integer pricePerItem;   public String getProductName() {  return productName;  }   public Integer getQuantity() {  return quantity;  }   public Integer getPricePerItem() {  return pricePerItem;  }   public void setProductName(String productName) {  this.productName = productName;  }   public void setQuantity(Integer quantity) {  this.quantity = quantity;  }   public void setPricePerItem(Integer pricePerItem) {  this.pricePerItem = pricePerItem;  }   @Override  public Integer getPayableAmount() {  return getPricePerItem()\*getQuantity();  } } |
|  | Employee.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | import java.util.ArrayList;  */\*\*  \* Created by Zain Fikri H on 13/05/2017.  \*/* public class Employee implements Payable{  public Integer registrationNumber;  public String name;  public Integer salaryPerMonth;  public static Integer *payable*=0;  public ArrayList<Invoice> invoiceArrayLis= new ArrayList<>();  Invoice invoice = new Invoice();   public Employee(Integer registrationNumber, String name, Integer salaryPerMonth) {  this.registrationNumber = registrationNumber;  this.name = name;  this.salaryPerMonth = salaryPerMonth;  }   public void setInvoice(String nama, Integer quantity, Integer price){  invoice.setProductName(nama);  invoice.setPricePerItem(price);  invoice.setQuantity(quantity);  invoiceArrayLis.add(invoice);  *payable* += invoice.getPayableAmount();  }   @Override  public Integer getPayableAmount() {  System.*out*.print("Total Gaji : ");  return salaryPerMonth-*payable*;  } } |
|  | Main.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | import java.util.ArrayList; import java.util.Scanner;  */\*\*  \* Created by Zain Fikri H on 14/05/2017.  \*/* public class Main {  public static void main(String[] args) {  Scanner in = new Scanner(System.*in*);  ArrayList<Employee> employees = new ArrayList<>();  System.*out*.print("Registrartion Number : ");  Integer no = in.nextInt();  in.nextLine();  System.*out*.print("Name : ");  String name = in.nextLine();  System.*out*.print("Salary Per Month : ");  Integer salary = in.nextInt();  employees.add(new Employee(no,name,salary));  System.*out*.print("Jumlah Jenis Belanjaan : ");  Integer jenis = in.nextInt();  String nama[]= new String[jenis];  Integer quantity[]= new Integer[jenis];  Integer price[]= new Integer[jenis];  for(int i=0; i<jenis; i++){  System.*out*.print("Nama Barang : ");  nama[i]=in.next();  System.*out*.print("Jumlah Barang : ");  quantity[i]=in.nextInt();  System.*out*.print("Harga Per Barang : ");  price[i]=in.nextInt();  }  for(int i=0;i<nama.length;i++){  employees.get(0).setInvoice(nama[i],quantity[i],price[i]);  }  System.*out*.println(employees.get(0).getPayableAmount());  } } |

1. **PEMBAHASAN**

|  |  |
| --- | --- |
|  | MainPerpus.java |
|  |  |
|  | Kategori.java |
|  |  |
|  | Buku.java |
|  |  |

1. **SCREENSHOT PROGRAM**

**![Capture.PNG](data:image/png;base64,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)**

1. **PRAKTIKUM**

|  |  |
| --- | --- |
|  | MainPerpus.java |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | package praktikumpl;  public interface Colorable {  public void howToColor();  }  public interface Comparable {  public void compareTo(Object obj);  }  public class Rectangle implements Colorable, Comparable { // class rectanggle  private String warna;  private intkategori;  public Rectangle() {  }  public Rectangle(String warna) {  this.warna = warna;  }  public void howToColor() {  if (this.warna == null) {  System.out.println("tidakadawarna, warnabangunkotakmasih polos");  } else {  System.out.println("bangunkotaksudahdiwarnaidenganwarna " + this.warna);  }  }  public void compareTo(Object obj) {  this.kategori = (int) obj;  if (this.kategori == 0) {  System.out.println("ukuran cat yang cocokuntukbangunkotakdenganukurankategori " + this.kategori + " yaitu 2.5L");  } else {  System.out.println("ukuran cat yang cocokuntukbangunkotakdenganukurankategori " + this.kategori + " yaitu 6.5L");  }  }  public static void main(String[] args) {  Rectangle kotak1 = new Rectangle("merah");  Rectangle kotak2 = new Rectangle();  Rectangle kotak3 = new Rectangle();  kotak1.howToColor();  kotak2.howToColor();  kotak3.compareTo(4);  }  } |

1. Lakukan percobaan diatas dan benahi jika menemukan kesalahan serta jelaskan!

*Jawaban:*

Dari hsail percobaan terdapat error karena terdapat lebih dari 1 class public dalam satu file java. Hal tersebut bias diselesaikan dengan menghilangkan public pada interface. Atau bias membuatkan file baru untuk setiap interfacenya.

1. Apakah class yang berbentuk Interface bisa diinstansiasi menjadi sebuah objek? Jelaskan alasannya!

*Jawaban:*

Class yang berbentuk Interface tidak dapat diinstansiasi karena sebenarnya Interface sama halnya dengan calss abstract yang hanya memiliki method tanpa ada isinya. Karena Interface adalah class induk yang isi methodnya hanya dapat diisi pada class yang mengimplementasikannya.

1. Apakah suatu class dapat mengimplementasi class interface yang jumlahnya lebih dari satu? Jelaskan alasannya!

*Jawaban:*

Suatu class dapat mengimplementasikan class interface lebih dari satu. Karena pada prinsipnya suatu class dapat memiliki sifat yang sama dengan class interfacenya.

1. Ubah source code diatas menjadi proses meminta inputan dari user dan buat menjadi interaktif!

*Jawaban:*

public static void main(String[] args) {  
 Scanner in = new Scanner(System.*in*);  
 System.*out*.println("Masukkan Warna Kotak 1 : ");  
 String warnaKotak1=in.next();  
 System.*out*.println("Masukkan Warna Kotak 2 : ");  
 String warnaKotak2=in.next();  
 System.*out*.println("Masukkan Warna Kotak 3 : ");  
 String warnaKotak3=in.next();  
 Rectangle kotak1 = new Rectangle(warnaKotak1);  
 Rectangle kotak2= new Rectangle(warnaKotak2);  
 Rectangle kotak3 = new Rectangle(warnaKotak3);  
 kotak1.howToColor();  
 kotak2.howToColor();  
 kotak3.compareTo(4);  
}

1. Buat objek selain objek diatas dengan menggunakan method yang berbeda dengan yang diatas! (min.1 contoh)

*Jawaban:*

public void luas(Object obj){  
 this.kategori = (int) obj;  
 if(this.kategori == 0) {  
 System.*out*.println("Jenis luas kotak dengan ukuran kategori " +this.kategori+ " adalah luas kecil");  
 }  
 else {  
 System.*out*.println("Jenis luas kotak dengan ukuran kategori "+this.kategori+" adalah luas besar");  
 }  
}  
public static void main(String[] args) {  
 Scanner in = new Scanner(System.*in*);  
 System.*out*.println("Masukkan Warna Kotak 1 : ");  
 String warnaKotak1=in.next();  
 System.*out*.println("Masukkan Warna Kotak 2 : ");  
 String warnaKotak2=in.next();  
 System.*out*.println("Masukkan Warna Kotak 3 : ");  
 String warnaKotak3=in.next();  
 Rectangle kotak1 = new Rectangle(warnaKotak1);  
 Rectangle kotak2= new Rectangle(warnaKotak2);  
 Rectangle kotak3 = new Rectangle(warnaKotak3);  
 kotak1.howToColor();  
 kotak2.howToColor();  
 kotak3.compareTo(4);  
}

1. **KESIMPULAN**

* Apa itu interface, polymorphism hanya memungkinkan untuk mewarisi sifat dari satu kelas abstrak saja, namun tidak jarang juga diperlukan untuk mewarisi sifat lebih dari satu class abstrak, atau biasa disebut juga dengan multiple inheritance. Dalam Java, sebuah class hanya bisa mewarisi sifat dari sebuah superclass atau yang biasa disebut dengan single inheritance. Sebuah Java class tersebut tidak mendukung prinsip multiple inheritance. Dalam memenuhi prinsip multiple inheritance, pada Java terdapat Interfaces yang memiliki aspek seperti multiple inheritance namun berbeda dengan abstract class.
* Syntax untuk mendeklarasikan interface adalah sebagai berikut:

Modifier interface Interface\_name {

/\*\* Konstanta \*/

/\*\* Abstract Method \*/

}

Sebuah kelas dapat mengimplementasikan sebuah interface dengan menggunakan kata kunci implements sebagai berikut.

Modifier class class\_name implements Interface\_name {

/\*\* Attribute \*/

/\*\* Method \*/

}

* Interface dan polimorfisme terdapat perbedaan yaitu pada method interface tidak punya tubuh, sebuah interface hanya dapat mendefinisikan konstanta dan interface tidak langsung mewariskan hubungan dengan class istimewalainnya,, mereka didefinisikan secara independent.Dapat diimplementasikan lebih dari satu interface (multiple inheritance) dengan memisahkan nama dari setiap interface dengan tanda koma.
* Java sendiri telah menyediakan class interface yaitu Appendable, autocloseable, charsequence, cloneable, comparable, iterable, readable, runable, dll.
* Interface digunakan ketika kita menginginkan sebuah method dengan sifat yang sama tapi berjalan pada class yang berbeda dan tidak terdapat hubungan. Atau jika suatu class ingin memiliki lebih dari satu class induk atau multiple inheritance.